Angular HTTP POST Example

In this Angular Http Post Example, we will show you how to make an HTTP Post Request to a back end server. We use the [HttpClient](https://www.tektutorialshub.com/angular/angular-httpclient/)module in Angular. The Angular introduced the HttpClient Module in Angular 4.3. It is part of the package @angular/common/http.  We will create a Fake backend server using JSON-server for our example. We also show you how to add HTTP headers, parameters or query strings, catch errors, etc.

**Table of Contents**

* [HTTP Post Example](https://www.tektutorialshub.com/angular/angular-http-post-example/#http-post-example)
  + [Import HttpClientModule](https://www.tektutorialshub.com/angular/angular-http-post-example/#import-httpclientmodule)
  + [Faking Backend](https://www.tektutorialshub.com/angular/angular-http-post-example/#faking-backend)
  + [Model](https://www.tektutorialshub.com/angular/angular-http-post-example/#model)
  + [HTTP Post Service](https://www.tektutorialshub.com/angular/angular-http-post-example/#http-post-service)
  + [Component](https://www.tektutorialshub.com/angular/angular-http-post-example/#component)
    - [Template](https://www.tektutorialshub.com/angular/angular-http-post-example/#template)
    - [Code](https://www.tektutorialshub.com/angular/angular-http-post-example/#code)
* [HTTP Post in Action](https://www.tektutorialshub.com/angular/angular-http-post-example/#http-post-in-action)
* [HTTP Post syntax](https://www.tektutorialshub.com/angular/angular-http-post-example/#http-post-syntax)
* [observe](https://www.tektutorialshub.com/angular/angular-http-post-example/#observe)
  + [Complete Response](https://www.tektutorialshub.com/angular/angular-http-post-example/#complete-response)
  + [events](https://www.tektutorialshub.com/angular/angular-http-post-example/#events)
* [Response Type](https://www.tektutorialshub.com/angular/angular-http-post-example/#response-type)
  + [Strongly typed response](https://www.tektutorialshub.com/angular/angular-http-post-example/#strongly-typed-response)
  + [String as Response Type](https://www.tektutorialshub.com/angular/angular-http-post-example/#string-as-response-type)
* [Catching Errors](https://www.tektutorialshub.com/angular/angular-http-post-example/#catching-errors)
* [Transform the Response](https://www.tektutorialshub.com/angular/angular-http-post-example/#transform-the-response)
* [URL Parameters](https://www.tektutorialshub.com/angular/angular-http-post-example/#url-parameters)
* [HTTP Headers](https://www.tektutorialshub.com/angular/angular-http-post-example/#http-headers)
* [Send Cookies](https://www.tektutorialshub.com/angular/angular-http-post-example/#send-cookies)
* [Summary](https://www.tektutorialshub.com/angular/angular-http-post-example/#summary)

## HTTP Post Example

Create a new Angular App.

ng new httpPost

### Import HttpClientModule

Import the HttpClientModule & FormsModule in app.module.ts. Also, add it to the imports array.

import { BrowserModule } from '@angular/platform-browser';

import { NgModule } from '@angular/core';

import { HttpClientModule } from '@angular/common/http';

import { FormsModule } from '@angular/forms'

import { AppRoutingModule } from './app-routing.module';

import { AppComponent } from './app.component';

@NgModule({

  declarations: [

    AppComponent

  ],

  imports: [

    BrowserModule,

    AppRoutingModule,

    HttpClientModule,

    FormsModule,

  ],

  providers: [],

  bootstrap: [AppComponent]

})

export class AppModule { }

### Faking Backend

In the [HTTP Get example](https://www.tektutorialshub.com/angular/angular-http-get-example-using-httpclient/), we made use of the publicly available GitHub API. For this example, we need a backend server, which will accept the post request.

There are few ways to create a fake backend. You can make use of an [in-memory web API](https://github.com/angular/in-memory-web-api) or the [JSON server](https://github.com/typicode/json-server). For this tutorial, we will make use of the JSON Server.

Install the JSON-server globally using the following npm command

npm install -g json-server

create a db.json file with some data. The following example contains data of people with id & name fields.

{

  "people": [

    {

      "id": 1,

      "name": "Don Bradman"

    },

    {

      "id": 2,

      "name": "Sachin Tendulkar"

    }

  ]

}

json-server --watch db.json

The json-server starts and listens for requests on port 3000.

![fake back-end for HTTP post using json-server](data:image/png;base64,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)

Browse the URL <http://localhost:3000/> and you should be able to see the home page

The URL<http://localhost:3000/people> lists the people from the db.json. You can now make GET POST PUT PATCH DELETE OPTIONS against this URL

### Model

Now, back to our app and create a Person model class under person.ts

|  |  |
| --- | --- |
| 3  4  5  6 | export class Person {    id:number    name:string  } |

### HTTP Post Service

Now, let us create a Service, which is responsible to send HTTP Requests. Create a new file api.service.ts and copy the following code

import { HttpClient, HttpHeaders } from '@angular/common/http';

import { Person } from './person';

import { Injectable } from '@angular/core';

import { Observable } from 'rxjs';

@Injectable({providedIn:'root'})

export class ApiService {

  baseURL: string = "http://localhost:3000/";

  constructor(private http: HttpClient) {

  }

  getPeople(): Observable<Person[]> {

    console.log('getPeople '+this.baseURL + 'people')

    return this.http.get<Person[]>(this.baseURL + 'people')

  }

  addPerson(person:Person): Observable<any> {

    const headers = { 'content-type': 'application/json'}

    const body=JSON.stringify(person);

    console.log(body)

    return this.http.post(this.baseURL + 'people', body,{'headers':headers})

  }

}

The URL endpoint of our json-server is hardcoded in our example, But you can make use of a [config file](https://www.tektutorialshub.com/angular/angular-runtime-configuration/) to store the value and read it using the [APP\_INITIALIZER](https://www.tektutorialshub.com/angular/angular-how-to-use-app-initializer/) token

baseURL: string = "http://localhost:3000/";

We inject the HttpClient using the [Dependency Injection](https://www.tektutorialshub.com/angular/angular-dependency-injection/)

constructor(private http: HttpClient) {

}

The getPeople() method sends an [HTTP GET](https://www.tektutorialshub.com/angular/angular-http-get-example-using-httpclient/) request to get the list of persons. Refer to the tutorial [Angular HTTP GET Example](https://www.tektutorialshub.com/angular/angular-http-get-example-using-httpclient/) to learn more.

  getPeople(): Observable<Person[]> {

    console.log('getPeople '+this.baseURL + 'people')

    return this.http.get<Person[]>(this.baseURL + 'people')

  }

In the addPerson method, we send an HTTP POST request to insert a new person in the backend.

Since we are sending data as JSON, we need to set the 'content-type': 'application/json' in the HTTP header. The JSON.stringify(person) converts the person object into a JSON string.

Finally, we use the http.post() method using URL, body & headers as shown below.

addPerson(person:Person): Observable<any> {

    const headers = { 'content-type': 'application/json'}

    const body=JSON.stringify(person);

    console.log(body)

    return this.http.post(this.baseURL + 'people', body,{'headers':headers})

  }

The post() method returns an [observable](https://www.tektutorialshub.com/angular/angular-observable-tutorial-using-rxjs/). Hence we need to subscribe to it.

### Component

#### Template

The template is very simple.

We ask for the name of the person, which we want to add to our backend server. The two-way data binding ([(ngModel)]="person.name") keeps the person object in sync with the view.

<h1>{{title}}</h1>

<div>

  <div>

    <label>Name: </label>

    <input [(ngModel)]="person.name" />

  </div>

  <div>

    <button (click)="addPerson()">Add</button>

  </div>

</div>

<table class='table'>

  <thead>

    <tr>

      <th>ID</th>

      <th>Name</th>

    </tr>

  </thead>

  <tbody>

    <tr \*ngFor="let person of people;">

      <td>{{person.id}}</td>

      <td>{{person.name}}</td>

    </tr>

  </tbody>

</table>

#### Code

In the refreshPeople() method, we subscribe to the getPeople() method of our ApiService to make an [HTTP get() request](https://www.tektutorialshub.com/angular/angular-http-get-example-using-httpclient/) to get the list of people.

Under the addPerson() method, we subscribe to the apiService.addPerson(). Once the post request finishes, we call refreshPeople() method to get the updated list of people.

import { Component, OnInit } from '@angular/core';

import { ApiService } from './api.service';

import { Person } from './person';

@Component({

  selector: 'app-root',

  templateUrl: './app.component.html',

  styleUrls: ['./app.component.css']

})

export class AppComponent implements OnInit {

  title = 'httpGet Example';

  people:Person[];

  person = new Person();

  constructor(private apiService:ApiService) {}

  ngOnInit() {

    this.refreshPeople()

  }

  refreshPeople() {

    this.apiService.getPeople()

      .subscribe(data => {

        console.log(data)

        this.people=data;

      })

  }

  addPerson() {

    this.apiService.addPerson(this.person)

      .subscribe(data => {

        console.log(data)

        this.refreshPeople();

      })

  }

}

## HTTP Post in Action
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## HTTP Post syntax

The above code is a very simple example of the HTTP post() method. The complete syntax of the post() method is as shown below. The first two arguments are URL and body. It has the third argument options, where we can pass the HTTP headers, parameters, and other options to control how the post() method behaves.

post(url: string,

     body: any,

     options: {

        headers?: HttpHeaders | { [header: string]: string | string[]; };

        observe?: "body|events|response|";

        params?: HttpParams | { [param: string]: string | string[]; };

        reportProgress?: boolean;

        responseType: "arraybuffer|json|blob|text";

        withCredentials?: boolean;

     }

): Observable

* headers : use this to send the HTTP Headers along with the request
* params: set query strings / URL parameters
* observe: This option determines the return type.
* responseType: The value of responseType determines how the response is parsed.
* reportProgress: Whether this request should be made in a way that exposes [progress events](https://developer.mozilla.org/en-US/docs/Web/API/XMLHttpRequest/readyState).
* withCredentials: Whether this request should be sent with outgoing credentials (cookies).

## observe

The POST method returns one of the following

1. Complete response
2. body of the response
3. [events](https://developer.mozilla.org/en-US/docs/Web/API/XMLHttpRequest/readyState).

By default, it returns the body.

### Complete Response

The following code will return the complete response and not just the body

addPerson(person:Person): Observable<any> {

    const headers = { 'content-type': 'application/json'}

    const body=JSON.stringify(person);

    return this.http.post(this.baseURL + 'people', body,{'headers':headers , observe: 'response'})

}

### events

You can also listen to progress events by using the { observe: 'events', reportProgress: true }. You can read about [observe the response](https://brianflove.com/2018-09-03/angular-http-client-observe-response/)

return this.http.post(this.baseURL + 'people', body,{'headers':headers, observe: 'response',reportProgress: true})

## Response Type

The responseType determines how the response is parsed. it can be one of the arraybuffer, json blob or text. The default behavior is to parse the response as JSON.

### Strongly typed response

Instead of any, we can also use a type as shown below

 addPerson(person:Person): Observable<Person> {

    const headers = { 'content-type': 'application/json'}

    const body=JSON.stringify(person);

    console.log(body)

    return this.http.post<Person>(this.baseURL + 'people', body,{'headers':headers})

  }

### String as Response Type

The API may return a simple text rather than a JSON. Use responsetype: 'text' to ensure that the response is parsed as a string.

  addPerson(person:Person): Observable<Person> {

    const headers = { 'content-type': 'application/json'}

    const body=JSON.stringify(person);

    return this.http.post<Person>(this.baseURL + 'people', body,{'headers':headers, responsetype: 'text'})

  }

## Catching Errors

The API might fail with an error. You can catch those errors using catchError. You either handle the error or throw it back to the component using the throw err

  addPerson(person:Person): Observable<Person> {

    const headers = { 'content-type': 'application/json'}

    const body=JSON.stringify(person);

    return this.http.post<Person>(this.baseURL + 'people', body,{'headers':headers})

       .pipe(

         catchError((err) => {

           console.error(err);

           throw err;

         }

       )

  }

Read more about error handling from [Angular HTTP interceptor error handling](https://www.tektutorialshub.com/angular/angular-http-error-handling/)

## Transform the Response

You can make use of the map, filter RxJs Operators to manipulate or transform the response before sending it to the component.

 addPerson(person:Person): Observable<Person> {

    const headers = { 'content-type': 'application/json'}

    const body=JSON.stringify(person);

    return this.http.post<Person>(this.baseURL + 'people', body,{'headers':headers})

       .pipe(

          map((data) => {

            //You can perform some transformation here

           return data;

         }),

         catchError((err) => {

           console.error(err);

           throw err;

         }

       )

  }

## URL Parameters

The [URL Parameters or Query strings](https://www.tektutorialshub.com/angular/angular-pass-url-parameters-query-strings/) can be added to the request easily using the [HttpParams](https://www.tektutorialshub.com/angular/angular-pass-url-parameters-query-strings/) option. All you need to do is to create a new HttpParams class and add the parameters as shown below.

  addPerson(person:Person): Observable<Person> {

    const headers = { 'content-type': 'application/json'}

   const params = new HttpParams()

      .set('para1', "value1")

      .set('para2',"value2");

    const body=JSON.stringify(person);

    return this.http.post<Person>(this.baseURL + 'people', body,{'headers':headers, 'params': params})

  }

The above code sends the GET request to the URL http://localhost:3000/people?para1=value1&para2=value2

The following code also works.

  addPerson(person:Person): Observable<Person> {

    const headers = { 'content-type': 'application/json'}

    const body=JSON.stringify(person);

    return this.http.post<Person>(this.baseURL + 'people?para1=value1&para2=value2', body,{'headers':headers))

  }

## HTTP Headers

You can also add HTTP Headers using the HttpHeaders option as shown below. You can make use of the [Http Interceptor to set the common headers](https://www.tektutorialshub.com/angular/angular-httpclient-http-interceptor/). Our example code already includes an HTTP header

## Send Cookies

You can send cookies with every request using the withCredentials=true as shown below. You can make use of the[Http Interceptor](https://www.tektutorialshub.com/angular/angular-httpclient-http-interceptor/) to set the withCredentials=true for all requests.

return this.http.post<Person>(this.baseURL + 'people?para1=value1&para2=value2', body,{'headers':headers, withCredentials=true))

## Summary

This guide explains how to make use of HTTP post in Angular using an example app